**Введение в модульное тестирование в Visual Studio C++**

**Общие понятия**

**Модульное тестирование** или **юнит-тестирование** ([англ.](https://ru.wikipedia.org/wiki/%D0%90%D0%BD%D0%B3%D0%BB%D0%B8%D0%B9%D1%81%D0%BA%D0%B8%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA) *unit testing*), иногда **блочное тестирование** — проверка корректности работы отдельных частей исходного кода программы. Под модулем в этом контексте понимаются не столько собственно *модули*, сколько функции (подпрограммы), методы, классы и другие единицы организации программы.

Тестирование проводится путем сверки результата, выдаваемого функцией или методом при различных значениях входных параметров и состояниях объекта, с ожидаемым результатом. Даже простой запуск собранного приложения на соответствие результата с ожиданием может рассматриваться как модульное тестирование, но типично модульное тестирование проводится автоматически: задаются наборы входных данных и ожидаемых при них выходных данных, сверка результата производится компьютером.

Идея модульного тестирования состоит в том, что параллельно основному компоненту программы, который включает непосредственно алгоритмы ее работы, создается дополнительный «тестовый», в котором имитируется работа основного компонента в тех или иных условиях. По результатам выполнения «тестового» компонента судят о правильности работы основного.

В настоящее время для создания подобных сценариев нет необходимости разрабатывать какие-либо сложные технические решения. Существует масса готовых фреймворков, которые не только облегчают разработку тестов, но и берут на себя значительную часть работы по анализу и представлению их результатов.

Подобные фреймворки часто входят в состав интегрированных сред разработки (IDE). Собственный фреймворк для модульных тестов имеет и Visual Studio.

![](data:image/png;base64,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)

В CPP-файле в тестовом проекте определены класс-заглушка и метод-заглушка. Они служат примером того, как следует писать код теста. В сигнатурах используются макросы TEST\_CLASS и TEST\_METHOD, что позволяет обнаруживать методы в окне обозревателя тестов.
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Тестирующий метод обычно содержит три необходимых компонента:

1. исходные данные: входные значения и ожидаемый результат;
2. код, вычисляющий значение с помощью тестируемого метода;
3. код, сравнивающий ожидаемый результат с полученным.

Кроме этого стоит отметить, что отдельно взятый юнит-тест должен обладать следующими свойствами:

* повторяем — в результате запуска тест на выходе всегда выдает одно и то же значение (всегда приводит систему в одно и то же состояние);
* стабилен — в какое бы время дня и ночи тест бы не запускался, он либо всегда проходит, либо всегда не проходит;
* изолирован — порядок запуска всех имеющихся юнит-тестов, а также действия, выполняемые внутри тестов, никак не влияют на результат выполнения отдельно взятого юнит-теста.

**Примеры**

Рассмотрим процесс создания юнит теста на примерах:

**Пример 1**. Написать функцию, которая по входным данным строит вектор, содержащий координаты начала и конца отрезков и соответствующий UnitTest

Определим типы данных:

typedef pair<double, double> point;

typedef vector < pair< point, point > > vec;

Поскольку данные будем вводить с клавиатуры, то параметром функции сделаем поток ввода, а результат – построенный вектор.

vec create(stringstream& l\_cin) {

vec rez;

while( ! l\_cin.eof()) {

double x1, y1, x2, y2;

l\_cin >> x1 >> y1 >> x2 >> y2;

rez.push\_back(make\_pair(make\_pair(x1, y1), make\_pair(x2, y2)));

}

return rez;

}

Для ручного тестирования в функции main() вводим данные и формируем поток ввода для функции:

int main()

{

int k;

cin >> k;

stringstream ss;

int a, b, c, d;

for (int i = 0; i < k-1; i++) {

cin >> a >> b >> c >> d; // вводим координаты начала и конца

// отрезка с клавиатуры

// формируем поток ввода для функции

ss << a << ' ' << b << ' ' << c << ' ' << d << ' ';

}

// т.к в функции будем считывать поток до конца eof(),

// после последнего набора пробел не

// нужен(соответственно, цикл до k-1)

cin >> a >> b >> c >> d;

ss << a << ' ' << b << ' ' << c << ' ' << d;

vec t = create(ss);

for (int i = 0; i < k; i++) {

cout << t[i].first.first << " " << t[i].first.second << " ";

cout << t[i].second.first << " " << t[i].second.second << endl;

}

return 0;

}

Юнит-тест для этой функции должен сравнить размеры векторов, и если они равны поэлементно сравнить значения:

TEST\_METHOD(TestMethod\_compare\_element) {

stringstream ss;

ss << "-5 0 -2 4 -1 0 0 1 1 0 5 0"; //создаем поток ввода

vec t\_actual = create(ss);

// обратить внимание на разные способы задания значений

// элементам вектора сложной структуры

vec t\_exprcted = { { {-5, 0}, {-2, 4} },

{ make\_pair(-1, 0), {0, 1} },

make\_pair(make\_pair(1, 0), make\_pair(5, 0))

};

// Если размеры векторов различны, то выведется сообщение,

// указанное в третьем параметре AreEqual() – тип строки

// wstring (2 байта на каждый символ) поэтому нужен

// квалификатор «L» перед строковой константой.

Assert::AreEqual(t\_actual.size(), t\_exprcted.size(), L" different size");

// Здесь размеры одинаковые, сверяем координаты

for (unsigned int i = 0; i < t\_actual.size(); i++) {

Assert::AreEqual(t\_actual[i].first.first, t\_exprcted[i].first.first);

Assert::AreEqual(t\_actual[i].first.second, t\_exprcted[i].first.second);

Assert::AreEqual(t\_actual[i].second.first, t\_exprcted[i].second.first);

Assert::AreEqual(t\_actual[i].second.second, t\_exprcted[i].second.second);

}

}

Для контейнера pair<> в С++ определена операция сравнение, попробуем сократить наш тест:

TEST\_METHOD(TestMethod\_compare\_pair) {

stringstream ss;

ss << "-5 0 -2 4 -1 0 0 1 1 0 5 0";

vec t\_actual = create(ss);

vec t\_exprcted = { { {-5, 0}, {-2, 4} },

{ {-1, 0}, {0, 1} },

{ {1, 0}, {5, 0} }

};

Assert::AreEqual(t\_actual.size(), t\_exprcted.size(), L" different size");

for (unsigned int i = 0; i < t\_actual.size(); i++) {

Assert::AreEqual(t\_actual[i].first, t\_exprcted[i].first);

Assert::AreEqual(t\_actual[i].second, t\_exprcted[i].second);

}

}

и сразу же получим ошибку компиляции:

*C2338:*

*Test writer must define specialization of ToString<const Q& q> for your class*

*class std::basic\_string<wchar\_t,struct std::char\_traits<wchar\_t>,*

*class std::allocator<wchar\_t> > \_\_cdecl Microsoft::VisualStudio::CppUnitTestFramework::*

*ToString<struct std::pair< double, double>>(const struct std::pair< double, double> &).*

Эта ошибка возникает по простой причине: в методе AreEqual есть макрос EQUALS\_MESSAGE, который вызывает функцию *ToString()* для вывода сообщений: Expected:<...> Actual:<...>

Шаблон для функции *ToString()* определен только для простых типов (int, double, char, string и длинных/коротких, беззнаковых и т.п), другими словами *ToString()* не умеет выводить пары.

Добавляем соответствующий шаблон *ToString()*, который по pair< double, double> построит строку wstring wstr;

namespace Microsoft {

namespace VisualStudio {

namespace CppUnitTestFramework {

template <> static std::wstring ToString(const pair<double, double>& q) {

wstringstream s;

s << q.first << ' ' << q.second << ' ';

return s.str();

}

}

}

}

Стоит отметить, что использование пространства имен

namespace Microsoft {

namespace VisualStudio {

namespace CppUnitTestFramework {

// ...

}

}

}

Не эквивалентно указанию

using namespace Microsoft::VisualStudio::CppUnitTestFramework;

(в разнице предлагается разобраться в качестве упражнения)

Возникает вопрос: Для контейнера vector<> тоже определена операция сравнения, можно ли еще сократить тест?

TEST\_METHOD(TestMethod\_compare\_vector) {

stringstream ss;

ss << "-5 0 -2 4 -1 0 0 1 1 0 5 0";

vec t\_exprcted = { {{-5, 0}, {-2, 4}}, {{-1, 0}, {0, 1}}, {{1, 0}, {5, 0}} };

Assert::AreEqual(create(ss), t\_exprcted);

}

После определения соответствующего *ToString()*, такой тест проходит, причем, в поток можно вставлять любые разделители, для удобства восприятия структуры данных.

template <> static std::wstring ToString(const vec& q) {

wstringstream s;

for (auto i = q.begin(); i != q.end(); i++) {

s << "{{" << i->first.first << ", " << i->first.second << "},{";

s << i->second.first << ", " << i->second.second << "}}, ";

}

return s.str();

}

**Пример 2.** Напишем функцию, которая по вектору с координатами концов отрезков строит вектор их длин.

typedef vector < double> l\_vec;

l\_vec lenght\_vec(vec a) {

l\_vec rez;

for (auto i = a.begin(); i != a.end(); i++) {

double r = sqrt(pow((\*i).first.first - (\*i).second.first, 2) +

pow((\*i).first.second - (\*i).second.second, 2));

rez.push\_back(r);

}

return rez;

}

Соответственно, *ToString()*:

template <> static std::wstring ToString(const l\_vec& q) {

stringstream s;

s.precision(4); // можно указать сколько знаков выводить в поток

for (auto i = q.begin(); i != q.end(); i++) s << \*i << ' ';

string str = s.str();

wstring wstr(str.begin(), str.end());

return wstr;

}

И тест:

TEST\_METHOD(TestMethod1) {

vec t\_input = { { {-5, 0}, {-2, 4} },

{ {-1, 0}, {0, 1} },

{ {1, 0}, {5, 0} }

};

Assert::AreEqual(lenght\_vec(t\_input), {5, 1.41421, 4});

}

Который выдаст, как и ожидалось:

Assert failed. Expected:<5 1.414 4 > Actual:<5 1.414 4 >

несмотря на то, что координаты точек подобраны так, что длины отрезков считаются хорошо (Пифагоров треугольник, √2 и две точки на одной прямой).

Проблема, естественно, в типе double: сколько знаков после запятой указать в t\_exprcted для √2? В общем случае сравнения чисел плавающей запятой некорректны.

Выход - научить *AreEqual()* сравнивать элементы вектора, с некоторой точностью. Для этого пишем свою операцию сравнения.

bool operator == (l\_vec a, l\_vec b) {

bool ok = true;

if (a.size() == b.size()) {

auto j = b.begin();

for(auto i = a.begin(); i != a.end(); i++)

if (!(ok = abs(\*i - \*(j++)) < 0.00001)) break;

return ok;

}

else return false;

}

Отлично, но если написать тест через поэлементное сравнение векторов:

TEST\_METHOD(TestMethod2) {

vec t\_input = { { {-5, 0}, {-2, 4} },

{ {-1, 0}, {0, 1} },

{ {1, 0}, {5, 0} }

};

vector< double> r\_exprcted = { 5, 1.41421, 4 };

vector< double> r\_actual = lenght\_vec(t\_input);

for (unsigned int i = 0; i < r\_actual.size(); i++) {

Assert::AreEqual(r\_actual[i], r\_exprcted[i]);

}

то для √2 этот тест не пройдет, а переопределять операцию сравнения для стандартных типов нельзя. Выходом может быть запись определенного количества знаков после запятой при вычислении длины отрезка в функции l\_vec lenght\_vec(vec a).

rez.push\_back( ( double) ( (int)(r \* 100000) ) / 100000 ); вместо rez.push\_back(r);

**Что и как тестировать**

Следует убедиться, что во время тестирования задействованы все операторы тестируемой функции, то есть обеспечивайте достаточно большой набор вариантов входных параметров, достаточный для тестирования всех случаев каждого ветвления, входа во все циклы и т.п.

Тестирование циклов (неофициально называемое *«тест 0, 1, 2»*) базируется на том, что если в коде есть цикл, то, чтобы убедиться в его работоспособности, нужно его выполнить 0, 1 и 2 раз. Если он работает корректно во второй итерации, то можно ожидать его корректную работу и для всех последующих итераций (3, 4, 10, 100 и т.д.).

Тестируйте разные типы ввода, чтобы убедиться, что ваш «кусок кода» правильно их обрабатывает.

* + Для целых чисел убедитесь, что вы проверили, как ваша функция обрабатывает 0, отрицательные и положительные значения. При наличии пользовательского ввода вы также должны проверить вариант возникновения переполнения.
  + Для чисел типа с плавающей запятой убедитесь, что вы рассмотрели варианты, как ваша функция обрабатывает значения, которые имеют неточности (значения, которые немного больше/меньше ожидаемых).
  + Для строк убедитесь, что вы рассмотрели вариант, как ваша функция обрабатывает пустую строку, строку с допустимыми значениями, строку с пробелами и строку, содержимым которой являются одни пробелы.

В заключении стоит отметить, что все тесты должны быть независимы, т.е. не стоит в одном TestMethod вызывать все функции. Более того, тесты для разных функций стоит поместить в разные классы.

**Полный код решения примера**
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* *ForUsingTest* – проект в котором описаны функции для тестирования. Полное содержимое файла *ForUsingTest.cpp*:

#include <vector>

#include <iterator>

#include <utility>

#include <iostream>

#include <sstream>

using namespace std;

typedef vector < pair<pair< double, double>, pair< double, double> > > vec;

typedef vector < double> l\_vec;

bool operator == (l\_vec a, l\_vec b) {

bool ok = true;

if (a.size() == b.size()) {

auto j = b.begin();

for (auto i = a.begin(); i != a.end(); i++)

if (!(ok = abs(\*i - \*(j++)) < 0.00001)) break;

return ok;

}

else return false;

}

vec create(stringstream& l\_cin) {

vec rez;

while (!l\_cin.eof()) {

double x1, y1, x2, y2;

l\_cin >> x1 >> y1 >> x2 >> y2;

rez.push\_back(make\_pair(make\_pair(x1, y1), make\_pair(x2, y2)));

}

return rez;

}

l\_vec lenght\_vec(vec a) {

l\_vec rez;

for (auto i = a.begin(); i != a.end(); i++) {

double r = sqrt(pow((\*i).first.first - (\*i).second.first, 2) +

pow((\*i).first.second - (\*i).second.second, 2));

rez.push\_back( ( double) ( (int)(r \* 100000) ) /100000 );

//rez.push\_back(r);

}

return rez;

}

int main() {

int k;

cin >> k;

std::stringstream ss;

int a, b, c, d;

for (int i = 0; i < k - 1; i++) {

cin >> a >> b >> c >> d;

ss << a << ' ' << b << ' ' << c << ' ' << d << ' ';

}

cin >> a >> b >> c >> d;

ss << a << ' ' << b << ' ' << c << ' ' << d;

vec t = create(ss);

l\_vec rt = lenght\_vec(t);

for (int i = 0; i < k; i++) {

cout << rt[i] << " == " << t[i].first.first << " "

<< t[i].first.second << " ";

cout << t[i].second.first << " " << t[i].second.second << endl;

}

return 0;

}

* *createTest* – тесты для функции create(); файл *createTest.cpp*:

#include "pch.h"

#include "CppUnitTest.h"

#include "../ForUsingTest/ForUsingTest.cpp"

namespace Microsoft {

namespace VisualStudio {

namespace CppUnitTestFramework {

template <> static std::wstring ToString(const vec& q) {

stringstream s;

for (auto i = q.begin(); i != q.end(); i++) {

s << "{{" << i->first.first << ", " <<

i->first.second << "},{" <<

i->second.first << ", " <<

i->second.second << "}}, ";

}

string str = s.str();

wstring wstr(str.begin(), str.end());

return wstr;

}

template <> static std::wstring ToString(const pair< double, double>& q)

{

stringstream s;

s << q.first << ' ' << q.second << ' ';

string str = s.str();

wstring wstr(str.begin(), str.end());

return wstr;

}

}

}

}

using namespace Microsoft::VisualStudio::CppUnitTestFramework;

namespace CreateTest

{

TEST\_CLASS(CreateTest) {

public:

TEST\_METHOD(TestMethod1) {

stringstream ss;

ss << "-5 0 -2 4 -1 0 0 1 1 0 5 0";

vec t\_actual = create(ss);

vec t\_exprcted = { { { -5, 0 }, { -2, 4 } },

{ make\_pair(-1, 0), {0, 1} },

make\_pair(make\_pair(1, 0), make\_pair(5, 0)) };

Assert::AreEqual(t\_actual.size(), t\_exprcted.size(),

L" different size");

for (unsigned int i = 0; i < t\_actual.size(); i++) {

Assert::AreEqual(t\_actual[i].first.first,

t\_exprcted[i].first.first);

Assert::AreEqual(t\_actual[i].first.second,

t\_exprcted[i].first.second);

Assert::AreEqual(t\_actual[i].second.first,

t\_exprcted[i].second.first);

Assert::AreEqual(t\_actual[i].second.second,

t\_exprcted[i].second.second);

}

}

TEST\_METHOD(TestMethod2) {

stringstream ss;

ss << "-5 0 -2 4 -1 0 0 1 1 0 5 0";

vec t\_actual = create(ss);

vec t\_exprcted = { { {-5, 0}, {-2, 4} },

{ {-1, 0}, {0, 1} },

{ {1, 0}, {5, 0} } };

Assert::AreEqual(t\_actual.size(), t\_exprcted.size(),

L" different size");

for (unsigned int i = 0; i < t\_actual.size(); i++) {

Assert::AreEqual(t\_actual[i].first, t\_exprcted[i].first);

Assert::AreEqual(t\_actual[i].second, t\_exprcted[i].second);

}

}

TEST\_METHOD(TestMethod3) {

stringstream ss;

ss << "-5.7 0.25 -2.27 4.44 -1 0 0 1 1 0 5 0";

vec t\_exprcted = { {{-5.7, 0.25}, {-2.27, 4.44}},

{{-1, 0},{0, 1}}, {{1, 0},{5, 0}} };

Assert::AreEqual(create(ss), t\_exprcted);

}

TEST\_METHOD(TestMethod4) { // тестируем пустой поток и пустой вектор

stringstream ss;

ss.setstate (ios::eofbit); // установить бит eof, именно его

// состояние проверяет функция еоf()

vec t\_exprcted = {};

Assert::AreEqual(create(ss), t\_exprcted);

}

};

}

* *lenght\_vecTest* – тесты для функции *lenght\_vec()* файл *lenght\_vecTest.cpp*:

#include "pch.h"

#include "CppUnitTest.h"

#include "../ForUsingTest/ForUsingTest.cpp"

namespace Microsoft {

namespace VisualStudio {

namespace CppUnitTestFramework {

template <> static std::wstring ToString(const l\_vec& q) {

stringstream s;

s.precision(4);

for (auto i = q.begin(); i != q.end(); i++) s << \*i << ' ';

string str = s.str();

wstring wstr(str.begin(), str.end());

return wstr;

}

}

}

}

using namespace Microsoft::VisualStudio::CppUnitTestFramework;

namespace LenghtvecTest

{

TEST\_CLASS(LenghtvecTest) {

public:

TEST\_METHOD(TestMethod1) {

vec t\_input = { { {-5, 0}, {-2, 4} }, { {-1, 0}, {0, 1} },

{ {1, 0}, {5, 0} } };

Assert::AreEqual(lenght\_vec(t\_input), { 5, 1.41421, 4 });

}

TEST\_METHOD(TestMethod2) {

vec t\_input = { { {-5, 0}, {-2, 4} }, { {-1, 0}, {0, 1} },

{ {1, 0}, {5, 0} } };

vector< double> r\_exprcted = { 5, 1.41421, 4 };

vector< double> r\_actual = lenght\_vec(t\_input);

for (unsigned int i = 0; i < r\_actual.size(); i++)

Assert::AreEqual(r\_actual[i], r\_exprcted[i]);

}

};

}